Quiz 2 2024 May

1. 选择题

Q1: 建 NumPy 数组的正确语法是什么？

A.np.creatArray([1,2,3,4,5])

B.np.array([1,2,3,4,5])

C.np.object([1,2,3,4,5])

Q2: 检查数组中维数的正确语法是什么？

A.np.ndim()

B.np.dim

C.np.dim()

D.np.ndim

Q3: 哪一句是打印数组第一项？

A.print(myArr,1)

B.print(myArr[1])

C.print(myArr[0])

Q4: 从下面数组中打印数字8的正确语句是哪一句？

Arr=np.arry([[1,2,3,4,5],[6,7,8,9,10]])

A.print(Arr[3,0])

B.print(Arr[1,2])

C.print(Arr[7,2])

Q5: 创建浮点类型数组的正确语法是什么？

A.arr=np.float([1,2,3,4])

B.arr=np.array([1,2,3,4],dtype=’f)

C.arr=np.float([1,2,3,4]).tpFloat()

Q6: 在数组中搜索某个值的正确方法是？

A.search()

B.find()

C.where()

Q7: 从数组中返回所有值为 4 的项目的索引的正确语法是什么

A.np.where(arr==4)

B.np.where(arr=4)

C.arr.search(4)

Q8: 使用 NumPy 随机模块时，如何返回 0 到 100 的随机整数？

A.random.rand()

B.random.rand(100)

C.random.randint(100)

Q9:将标签“x”、“y”和“z”添加到 Pandas 系列的正确语法是什么？

A.pd.Series(mylist, index=[“x”,“y”,“z”])

B.pd.Series(mylist, lables=[“x”,“y”,“z”])

C.pd.Series(mylist.names=[“x”,“y”,“z”])

Q10:读取 Pandas DataFrame 中第一行的正确语法是什么

A.df.get(0)

B.df.loc[0]

C.df[0]

Q11: P将 CSV 文件加载到 DataFrame 中的正确 Pandas 函数是什么

A.read\_file()

B.read\_csv()

C.ReadCSV()

D.readFile()

Q12:对于 Pandas 的 head() 方法，如果不指定，默认返回多少行

A.5

B.10

C.20

Q13:什么是删除包含空单元格的行的正确 Pandas 方法？

A.remove\_null()

B.dropna()

C.delete\_null

Q14:Which of the following is true about user- defined functions in Python?

A.Every function should have return statement at the end

B.The name of the functions defined by the user should follow some guidelines

C.The body of the function is indented and is enclosed by the brackets

D.None of the above

Q15: How can you calculate the mean along a specific axis of a 2D NumPy array arr?

1. mean\_values = np.mean(arr, axis=1)
2. mean\_values = arr.mean(axis=0)
3. mean\_values = np.average(arr, axis=1)
4. mean\_values = arr.mean(axis=2)

Q16: Which of the following is code gives an error?  A. a = np.array([(1,2,3),(4,5,6)]) a[(0,1)] B. a = np.array([(1,2,3),(4,5,6)]) a.reshape(2,4) C. a = np.array([(1,2,3),(4,5,6)]) a[np.arange(1), :] D. All the above

Q17: What is a correct syntax to create a NumPy array?

1. np.array([1, 2, 3, 4, 5])

B. np.createArray([1, 2, 3, 4, 5])C. np.object([1, 2, 3, 4, 5])

Q18: Which of the following arrays is a two dimensional (2-D) array?

1. np.array([1, 2, 3, 4, 5])
2. np.array( [[1, 2, 3], [4, 5, 6]])
3. np.array(42)

Q19: What is a correct syntax to check the number of dimensions in an array?

1. arr.dim()
2. arr.ndim
3. arr.dim
4. arr.ndim()

Q20: What is a correct syntax to print the first item of an array? C

print(myArr,1)print(myArr[1])print(myArr[0])

Q21: What is a correct syntax to print the number 8 from the array below: arr = np.array([[1,2,3,4,5], [6,7,8,9,10]]) A

1. print(arr[1, 2])
2. print(arr[3, 0])
3. print(arr[7, 2])

Q22: What is a correct syntax to print the numbers [3, 4, 5] from the array below: arr = np.array([1,2,3,4,5,6,7])C

1. print(arr[2:4])
2. print(arr[2:6])
3. print(arr[2:5])
4. print(arr[3:6])

Q23: What is the correct Pandas function for loading CSV files into a DataFrame?

1. pandas.ReadFile()
2. pandas.read\_file()
3. pandas.ReadCSV()
4. pandas.read\_csv()

Q24: How can you select a specific column from a DataFrame?

df.select\_column("ColumnName")df.get\_column("ColumnName")df["ColumnName"]df.column("ColumnName")

Q25: What does the groupby() function in Pandas allow you to do?

1. Group DataFrame columns
2. Group DataFrame rows based on a condition
3. Group data based on one or more columns
4. Group data based on the index

Q26: How can you handle missing values in a Pandas DataFrame?

1. Use df.fillna(value) to replace missing values
2. Use df.dropna() to remove rows with missing values
3. Both A and B
4. Neither A nor B

Q27. Given a dataset named ‘data’ containing the 5 columns and 10 rows, find the output of the below code?print(len(data.columns))

1. 5
2. 10
3. 15
4. 50

Q28: In Pandas \_\_\_\_\_\_\_\_\_ is used to store data in multiple columns.A. SeriesB. DataFrameC. Both of the aboveD. None of the above

Q29: Assume D1 is a dataframe, D1[ : ] = 77 will set \_\_\_\_\_\_\_\_ values of a Data Frame ‘D1’ to 77.A. Only First RowB. Only First ColumnC. AllD. None of the above

Q30:  In given code dataframe ‘D1’ has \_\_\_\_\_ rows and \_\_\_\_\_ columns.import pandas as pdS1=pd.Series([1, 2, 3, 4], index = ['a', 'b','c','d'])S2=pd.Series([11, 22, 33, 44], index = ['a', 'bb','c','dd'])D1 = pd.DataFrame([S1,S2])

1. 2, 4

B. 4, 6C. 4, 4D. 2, 6

Q31:In DataFrame, axis 0 is for \_\_\_\_\_

A. RowsB. ColumnsC. Rows and Columns BothD. None of these

Q32: Suppose a data frame Df1 contains information about student having columns rollno, name, class and section. Write the code for the following:Add one more column as fee: A. Df1[‘fee’]=([100,200,300])B. Df1.add[‘fee']= ([100,200,300])C. Df1.AddNewCol[‘fee’]= [100,200,300])D. Df1.addnewcol[‘fee']= ([100,200,300])

Q33: Which of the following is the correct syntax to select or access columns from the dataframe using column names? A. df(col1,col2,…,coln)B. df[[col1,col2,…,coln]]C. df[col1,col2,…,coln]D df{col1:col2:…,:coln}

Q34: Replace the column label from 2016 to 2020 in DataFrame ‘DF’ A. DF.rename({2016 : 2020}, axis = ‘columns’)B. DF.rename({2016 : 2020}, axis = ‘index’)C. DF.rename({2016 : 2020}, axis = ‘column’)D. DF.rename({2016 : 2020}, axis = columns)

Q35: Which display first two columns of dataframe ‘DF’. A. DF[DF.columns[ 0 : 2 ] ]B. DF.columns[ 0 : 2 ]C. Both of the aboveD. None of the above

Q36: Write a python statement to print the details of employees having Sal more than 50000

A. df1.Sal>=50000B. df1[df1.Sal>=50000]C. df1[df1.'Sal'>=50000]D. df1.iloc[df1.Sal>=50000]

Q37: Display the marks of Harry in Maths Subject. A. print(DF.loc[‘Maths’, ‘Harry’])B. print(DF.Loc[‘Maths’, ‘Harry’])C. print(DF.loc(‘Maths’, ‘Harry’))D. None of the above

Q38: Display data of 1st to 3rd rows A. data[1:4]B. data.iloc[1:4]C. data.loc[:, 1:3]D. None of the above

Q39: What is the correct syntax to return both the first row and the second row in a Pandas DataFrame df? A. df.loc[[0,1]]B. df.[[0,1]]C. df.loc[[0-1]]D. df.[[0-1]]

Q40: Which of the following is the correct statement to access index 3rd and 5th values using positional index for series s? A. s[3,5]B. s[[3,5]]C. s[(3,5)]D. s([3,5])

Q41: Which of the following is correct way of assigning a labelled index to series? A. s=pd.Series(index=range(5,10),[22,33,44,56,78])B. s=pd.Series(index=range(5,10),dt=[22,33,44,56,78])C. s=pd.Series({22,33,44,56,78},index=range(5,10))D. s=pd.Series([22,33,44,56,78],index=range(5,10))

Q42: What will be the output of following code? import pandas as pds=pd.Series([10,20,30,40,50],index={'a','b'','c','d','e'})print(s['d'])A. dB. 30C. 40C. 4

Q43: Write the output of the following : import pandas as pdS1=pd.Series([1,2,3,4])S2=pd.Series([7,8])print((S1+S2).count())A. 6

1. 4
2. 2
3. 0
4. 代码填空题

Q1: 补充完整下列代码，使得实现函数get\_max，函数最终返回列表lst的最大值，不要使用max函数

def get\_max(lst):

if not lst:

return None

max\_value = .

for item in lst:

if item > :

max\_value = item

return max\_value

lst = [4, 2, 1, 6, 7, 9]

max\_value = get\_max(lst)

print(max\_value)

Q2: 补充完整下列代码，使得实现函数get\_max\_socre， 执行程序，最终输出： 英语 98

def get\_max\_socre(score\_dic):

"""

返回学生考试成绩的最高分的科目和分数

:param score\_dic:

:return:

"""

max\_score = 0

max\_score\_course = ''

for course, score in :

if score > max\_score:

max\_score = .

max\_score\_course = .

return , .

dic = {

'语文': 90,

'数学': 97,

'英语': 98

}

course, score = get\_max\_socre(dic)

print(course, score)

Q3: 补充完整下列代码, 使得创建一个10 x 10的零数组，然后用一个边框“框”起来，如下图所示：

![](data:image/png;base64,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)

import numpy as np

arr = .

arr[ : , : ] = 0

print(f"The final matrix is\n {arr}")

Q4: 补充完整下列代码, 使得创建一个5×5数组，其（i，j）项等于i+j

import numpy as np

arr\_size = .

A = np.arange(arr\_size)

B = .

C = .

print(f"The generated array is\n {C}")

Q5: 补充完整下列代码, 使得通过使用Pandas过滤分数，打印未通过考试（分数＜60）的男生的姓名

import pandas as pd

records = {

'Name': ['Mary', 'Maria', 'Anna', 'John', 'Jake', 'Joe'],

'Gender': ['Female', 'Female', 'Female', 'Male', 'Male', 'Male'],

'Score': [88, 92, 56, 70, 55, 48]

}

# 创建DataFrame

df = .

# 使用条件过滤

failed\_male\_students = df[( ) & ( )]

print(failed\_male\_students['Name'])

Q6: 补充完整下列代码, 使得将screening.csv读取到DataFrame，并生成列高血压（ Hypertension），诊断标准：如果SBP>=140,或者 DBP>=90, 则为高血压

import pandas as pd

# 读取CSV文件

df = ("screening.csv")

# 生成列 高血压

df['Hypertension'] = (( ) | ( )).astype(int)

Q7: 补充完整下列代码, 使得将test\_virus.csv作为DataFrame读取。使用日期作为索引、病毒作为列以及每3天的计数作为值来透视表。

import pandas as pd

df = (r'test\_vrius.csv', encoding='gb2312')

df3['date'] = (df3['date'])

df\_counts = df3.groupby(['date', 'virus']).size().reset\_index(name='counts')

pivot\_df = df\_counts.pivot\_table(index=pd.Grouper(key=' ', freq='3D'),

columns=' ',

values=' ',

aggfunc='sum')

print(pivot\_df)

Q8: 补充完整下列代码, 使得使用sciPy/numpy求解以下方程
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import numpy as np

import scipy

A = np.array([[ ], [ ], [ ]])

b = np.array([ ])

x = scipy.linalg.solve( , )

print(x)

Q9: 补充完整下列代码, 使得将两个 DataFrame合并到一个 DataFrame 中，并添加一个新的列来标识每个数据来自哪个地区

import pandas as pd

# 创建两个示例 DataFrame，分别表示不同地区的销售数据

data1 = {'Date': ['2024-05-01', '2024-05-02', '2024-05-03'],

'Sales': [1000, 1500, 1200]}

df1 = pd.DataFrame(data1)

data2 = {'Date': ['2024-05-01', '2024-05-02', '2024-05-03'],

'Sales': [900, 1200, 1100]}

df2 = pd.DataFrame(data2)

df\_concatenated = pd. ( , keys=['Region1', 'Region2'])

print(df\_concatenated)

Q10: 补充完整下列代码, 使得计算DataFrame中每个学生的平均成绩和每门课程的平均成绩

import pandas as pd

# 示例数据

data = {'Name': ['Alice', 'Bob', 'Alice', 'Charlie', 'Bob', 'Charlie'],

'Course': ['Math', 'Math', 'English', 'English', 'Math', 'English'],

'Score': [88, 90, 85, 78, 92, 85]}

df = pd.DataFrame(data)

# 计算每个学生的平均成绩

student\_avg\_scores = 。

# 计算每门课程的平均成绩

course\_avg\_scores = 。

Q11：补充完整下列代码, 求一个3\*3矩阵中对角线上元素之和

lst = [

[3,5,6],

[4,7,8],

[2,4,9]

]

sum = 0

for i in range(3):

sum += lst[ ][ ]

print sum

Q12: 补充完整下列代码, 编写一个可以接受可变数量的值并计算其乘积的函数

def product( ):

p = .

for arg in args:

p \*= arg

return p

print(product(2,4))

print(product(2,4,6))